ABSTRACT
Software developers who want to start contributing to an Open Source Software (OSS) project often struggle to find appropriate first tasks. The voluntary, self-organizing distribution of decentralized labor and the distinct nature of some OSS projects intensifies this challenge. Mentors, who work closely with newcomers, develop strategies to recommend tasks. However, to date neither the challenges mentors face in recommending tasks nor their strategies have been formally documented or studied. In this paper, we interviewed mentors of well-established OSS projects (n=10) and qualitatively analyzed their answers to identify both challenges and strategies related to recommending tasks for newcomers. Then, we employed a survey (n=30) to map the strategies to challenges and collect additional strategies. Our study identified 7 challenges and 13 strategies related to task recommendation. Strategies such as “tagging the issues based on difficulty,” “adding documentation,” “assigning a small task first and then challenge the newcomers with bigger tasks,” and “dividing tasks into smaller pieces” were frequently mentioned as ways to overcome multiple challenges. Our results provide insights for mentors about the strategies OSS communities can use to guide their mentors and for tool builders who design automated support for task assignment.
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1 INTRODUCTION
Open collaboration communities, such as many Open Source Software (OSS) projects, aim to provide environments with low barriers to entry in order to onboard and retain newcomers [26]. However, previous work shows that newcomers to OSS communities face a variety of barriers that hinder their onboarding [62, 64]. One of the most common and challenging barriers is choosing an appropriate task [61]. Selecting an appropriate task is difficult and can be a time-consuming and frustrating activity; ultimately, this barrier to onboarding may lead to dropouts [61, 72].

The literature discusses some solutions to support task selection, such as automated recommendation systems [2, 16, 35, 73]. However, these systems only suggest tasks to developers with previous interactions in the project, and thus offer limited support for newcomers (this is known as the "cold start" problem). Moreover, the number of open tasks in popular projects’ issue trackers, which developers need to skim to find a good match, can reach hundreds or a couple thousands (e.g., tensorflow,1 react-native,2 LibreOffice Writer3). As there is no systematic identification of strategies to support task recommendation in OSS, project members and newcomers need to develop their own strategies by trial and error, leading to the aforementioned barriers [61].

Mentors can provide a valuable perspective since they work closely with several newcomers and over time develop strategies for recommending tasks [8, 20]. In fact, mentorship is adopted by several prominent OSS projects (e.g., RedHat,4 KDE,5 Apache,6 and OpenStack7). The literature shows that mentorship is beneficial in

1https://github.com/tensorflow/tensorflow/issues
2https://github.com/facebook/react-native/issues
3https://wiki.openstack.org/wiki/Mentoring
4https://wiki.gnome.org/Newcomers/Mentors
5https://community.kde.org/Mentoring
6https://community.apache.org/mentoringprogramme.html
7https://wiki.openstack.org/wiki/Mentoring
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both OSS [20, 21] and closed-source software development [8, 58] contexts. The literature also shows that OSS mentors are not usually formally trained and either voluntarily elect to mentor out of personal interest, or are asked to do so by the community [4]. Since they are untrained, even if they are technically resourceful mentors are not aware of the strategies that can be used to deal with task recommendation. No previous research has focused on the challenges mentors face when recommending tasks for newcomers nor on the strategies they adopt to recommend appropriate tasks for their mentees. Thus, scientifically identifying strategies that mentors adopt to support task recommendation can generate awareness among OSS communities, mentors, and researchers about the existing task recommendation challenges and possible strategies to overcome them.

Our goal is to identify strategies that OSS mentors adopt to cope with the challenges of recommending tasks to newcomers. To achieve this goal, we first interviewed OSS mentors to identify an initial list of strategies, and then conducted a follow-up survey to triangulate and complement the results obtained in the interviews. In the context of this research, a mentor is a peer who was assigned or volunteered to support newcomers who are onboarding to the project. Mentors are usually peers who succeeded in overcoming the project challenges and are willing to help others onboard [38].

In summary, this paper contributes to the literature by describing seven challenges faced by mentors when recommending tasks for newcomers, categorizing and detailing 13 strategies mentors employ to recommend tasks for newcomers, mapping mentors’ strategies to challenges, and proposing guidelines to improve task recommendation for newcomers. Our results benefit newcomers who struggle with entry barriers associated with task selection, and mentors who aim to support them. Our results also inform the broader OSS community and tool builders by providing inputs that may be used to create mechanisms and processes to better support task recommendations.

2 RELATED WORK

Newcomers joining OSS projects face many barriers [62], and task assignment is a recurrent hurdle [61]. In the following, we provide more details about the existing literature related to choosing appropriate tasks for newcomers, strategies to support task recommendation, and mentorship in OSS projects.

2.1 Task recommendation

The OSS literature widely reports the dilemma of finding an appropriate task, because new developers find it challenging to identify bugs that interest them, match their skill sets, are not duplicates, and are important for the community [61, 73]. For example, Park and Jensen [45] reported that newcomers need specific guidance on what to contribute (e.g., open issues, required features, and simple tasks to start with), while von Krogh et al. [72] reported that communities expect new participants to find tasks to work on, although they sometimes assign tasks. The literature also shows that newcomers struggle to find a task [45, 61] while they often also face an arduous learning curve to handle the technical complexity, given the lack of domain knowledge or project information available for starters.

Some initiatives aim to support newcomers to find appropriate tasks, like Up For Grabs,8 First Timers Only,9 and Awesome for Beginners,10 which aim to aggregate easy issues from several OSS projects. GitHub11 encourages projects to tag issues that are easy for newcomers, which is a strategy also used by communities such as LibreOffice,12 KDE,13 and Mozilla.14

The literature also includes findings related to recommending and filtering out tasks. For instance, Cubranic et al. [16] presented Hipikat, a tool that builds a group memory and recommends source code, email messages, and bug reports to newcomers. Similarly, Wang and Sarma [73] previously developed a Tesseract extension that enables newcomers to identify similar bugs through synonym-based searches and to visually explore a bug’s socio-technical dependencies.

Another way to support task recommendation is through systems that match people to tasks. Macdonald and Ounis [35] used a voting heuristic based on analyzing the modification history of each artifact related to the task. Anvik and Murphy [2] similarly use machine learning in the project’s history to identify and suggest the developer most familiar with certain artifacts, identifying this person as an expert. Finally, DebugAdvisor [3] also aims to recommend developers based on expertise on the source code related to the task.

Although the literature explores strategies for task recommendation in OSS projects, they rely on extensive manual work to tag the issue tracker, since issue trackers usually either do not consider newcomers’ skills and interests, or only work with developers who have previous experience in the project. In this work, we extend the existing literature by uncovering the strategies mentors use to recommend appropriate tasks for newcomers.

2.2 Mentoring

Mentoring is explored in several domains and activities: in management literature is a way to help new employee socialization [1, 46, 69] (e.g., helping newcomers understanding the company’s processes, the internal culture), and in education (teaching) literature is a way to help new teachers acclimate [37, 51, 52] and students overcome learning challenges [15, 28, 41]. For our purposes, a mentor is someone of advanced rank or experience who guides, teaches, and develops a novice [42]. Some existing literature analyzes the challenges faced during mentorship. For example, [50] conducts a literature review analyzing the challenges related to gender in the mentor-mentee relationship. In the education domain, [37] explores the problems encountered in mentoring new teachers, while [32] explore the challenges faced by faculty members while mentoring online doctoral students.

Software Engineering has also taken up mentoring as an object of study [8, 9, 58]. In fact, the importance of mentorship as part of the knowledge acquisition process for novices is evidenced in the theory of software development expertise developed by Baltes and Diehl [6]. In closed source settings, formal mentorship is a common

---

8https://up-for-grabs.net
9https://www.firsttimersonly.com/
10https://github.com/Mustgelawesome-for-beginners
12https://wiki.documentfoundation.org/Development/EasyHacks
13https://community.kde.org/KDE/Junior_Jobs
14https://wiki.mozilla.org/Awesome_for
practice to support newcomers [8]. Dagenais et al. [18] reported teams that proactively mentor newcomers make integration easier.

Formal mentorship in OSS has also been investigated. Some researchers focus on automatically identifying and recommending mentors [14, 36, 44, 65], claiming that mentoring benefits newcomers’ onboarding. Fagerholm et al. [20] conducted a case study to assess the impact of mentoring and found that it significantly improves newcomer onboarding. In addition, Schilling et al. [56] studied the impact of mentoring on developers’ training and retention and introduced a measure to assess mentoring capacity to facilitate learning and retention. In contrast, Labuschagne and Holmes [33], who studied Mozilla, evidenced that onboarding programs may not result in long-term contributors, even though mentored newcomers considered the mentorship program valuable. Silva et al. [57] investigated the strategies OSS projects use to mentor and onboard newcomers in the context of Summer of Code programs.

In previous work, Balali et al. [4] also analyzed challenges mentors face when onboarding newcomers. Although the literature shows some interest in OSS mentorship and approaches to support finding an appropriate task for newcomers, to the best of our knowledge there is no systematic identification of strategies that mentors employ to help newcomers select their tasks and the challenges they face in this process. The present work adds to the OSS onboarding and task recommendation literature, as well as to the scarce literature about mentoring in open collaboration environments.

3 RESEARCH PLANNING AND EXECUTION

In this section, we present our study planning (Section 3.1), data collection (Section 3.2), and analysis (Section 3.3).

3.1 Study Planning

The goal of our study is to identify the challenges mentors face and the strategies they employ to recommend tasks to newcomers in OSS projects. To achieve this goal, we defined the following research questions (RQs):

RQ1. What are the challenges that mentors face when recommending tasks to newcomers?

RQ2. What are the strategies that mentors employ to recommend tasks?

RQ3. Which strategies help mitigate challenges when recommending tasks to newcomers?

To answer our RQs, we designed a study combining interviews and survey. From the interviews, we derived a set of challenges and strategies. From the survey, we further investigated the mapping of strategies to challenges and collected additional strategies. Figure 1 depicts the overview of our research method.

Recruiting our participants was challenging since mentors are not formally identified as such. Thus, we used a snowballing approach. After completing each interview, we asked the interviewee to recommend another qualified OSS mentor for us to contact. Then, we sent the candidate a recruitment e-mail, which asked them about their experience in onboarding and mentoring newcomers. We included in our sample mentors from well-established and largely used OSS projects with at least 2 years of mentoring experience.

In total, we contacted 18 mentors, of whom we interviewed ten. Out of these ten participants, two self-identified as women, and eight as men. All of our interviewees had a minimum of two years of experience mentoring newcomers in OSS communities. Additionally, five participants had industry experience, and one had experience working in academia. All of our interviewees received a 25-dollar gift card in compensation for their participation. Table 1 illustrates the demographic information of our study participants.

Table 1: Demographics for the Interview Participants

<table>
<thead>
<tr>
<th>ID</th>
<th>Gender</th>
<th>Years of experience</th>
<th>Industry</th>
<th>OSS Project</th>
</tr>
</thead>
<tbody>
<tr>
<td>P1</td>
<td>M</td>
<td>8</td>
<td>14</td>
<td>Apache Lucene, Solar</td>
</tr>
<tr>
<td>P2</td>
<td>M</td>
<td>2</td>
<td>3</td>
<td>Gnome</td>
</tr>
<tr>
<td>P3</td>
<td>M</td>
<td>3</td>
<td>3</td>
<td>RedHat</td>
</tr>
<tr>
<td>P4</td>
<td>M</td>
<td>3</td>
<td>5</td>
<td>RedHat</td>
</tr>
<tr>
<td>P5</td>
<td>M</td>
<td>2.5</td>
<td>7</td>
<td>Gnome</td>
</tr>
<tr>
<td>P6</td>
<td>F</td>
<td>4</td>
<td>11</td>
<td>Linux Kernel, Apache Spark</td>
</tr>
<tr>
<td>P7</td>
<td>M</td>
<td>5</td>
<td>5</td>
<td>Not mentioned</td>
</tr>
<tr>
<td>P8</td>
<td>M</td>
<td>30</td>
<td>15</td>
<td>&gt; 20</td>
</tr>
<tr>
<td>P9</td>
<td>M</td>
<td>16</td>
<td>9</td>
<td>KDE</td>
</tr>
<tr>
<td>P10</td>
<td>F</td>
<td>4</td>
<td>5</td>
<td>0.5</td>
</tr>
</tbody>
</table>

For the survey, we sent e-mails and posted advertisements on social networks and mailing lists. We received 31 answers, from which we discarded one due to incompleteness. Among our respondents, 24 self-identified as men and 6 as women. Their experience in open source averaged 6.8 years (min: 3, max: 15), and as a mentor 7.8 years (min: 2, max: 30).

3.2 Study Execution: Data Collection

Our first data set was collected through semi-structured interviews. The interviews were conducted around the central question: "How do you recommend tasks to newcomers and what do you take into consideration?". We followed up by asking about specific challenges and scenarios in which the challenges occurred and how they acted in such cases. To validate our script and measure time, we conducted four pilot studies with Ph.D. students who had mentoring experience in industry or OSS environments. The results of these pilot interviews were discarded.

All interviews were remotely undertaken by two researchers using Skype, Google Hangouts, or phone, and lasted about 40 minutes. With participant consent, we audio-recorded all interviews, which were transcribed for the analysis. The interview script and the survey instrument are available as part of the supplementary material.15

The survey comprised three sections: demographics, mapping of strategies to challenges, and open questions. To map strategies to challenges, we presented a matrix, in which the mentors were asked to check which of the identified strategies can mitigate the challenges we identified. In the open questions, we asked about additional strategies (17 out of 31 answered this question); and more details about the successful application of any of the strategies (answered by 24 out of 31 participants).

15https://figshare.com/s/e4da1a61a9f5bf9202d
3.3 Study Execution: Data Analysis
Each interview was manually transcribed, and then the first, second, and third authors followed a card sorting approach [59] to analyze the data. They started by unitizing each interview into individual cards and applied open coding to classify strategies and challenges. During five weeks, the partial results were discussed and validated in a weekly basis with the other three more experienced authors. The whole process was conducted using continuous comparison [68] during the coding sessions and negotiated agreement [27] (as a group). In the negotiated agreement process, the researchers discussed the rationale they used to apply particular codes and reach consensus on which code should be applied for a given excerpt [25, 27].

For the survey, we quantitatively analyzed the relationships between challenges and strategies, and conducted a process similar to the one used for the interviews to gain insights about the use of the strategies reported in the open-ended questions.

4 RESULTS
Our study revealed challenges faced (RQ1) and strategies employed (RQ2) by mentors when recommending tasks to newcomers. The codebook summarizing the categories found is available as a supplementary material.16

The answers to the first two research questions were input to RQ3, in which we focused on matching strategies and challenges faced while recommending tasks. In this section, we report our findings per research question, illustrated by quotes from the participants, evidence from the survey, and our observations.

4.1 What are the challenges that mentors face when recommending tasks to newcomers? (RQ1)
The analysis of the interviews resulted in seven categories of challenges faced by mentors while helping newcomers choose their tasks. These challenges are shown in Table 2 and discussed as follows.

Table 2: Challenges faced by mentors for recommending tasks for newcomers

<table>
<thead>
<tr>
<th>Challenge name</th>
<th>ID</th>
</tr>
</thead>
<tbody>
<tr>
<td>Challenging tasks can create social fears in the newcomers</td>
<td>C1</td>
</tr>
<tr>
<td>Mentors have to deal with newcomers’ lack of holistic understanding about the project and its culture</td>
<td>C2</td>
</tr>
<tr>
<td>Lack of information about how newcomer-friendly a task is</td>
<td>C3</td>
</tr>
<tr>
<td>Difficulty in identifying the complexity of a task</td>
<td>C4</td>
</tr>
<tr>
<td>Difficulty in estimating the amount of time necessary to finish a task</td>
<td>C5</td>
</tr>
<tr>
<td>Lack of friendly tasks available for newcomers</td>
<td>C6</td>
</tr>
<tr>
<td>Lack of available information about newcomer’s skills, interest, and expertise</td>
<td>C7</td>
</tr>
</tbody>
</table>

[(C1) Challenging tasks can create social fears in the newcomers](mentioned by P1, P3, P4, P10). Due to the socio-technical nature of OSS projects, newcomers may feel fearful of exposing a weakness or failing. P1 noted that “Usually, because of social fear, they just back off. They think they aren’t good enough or they don’t know enough.” P4 also mentioned that “the biggest barrier is being afraid of being judged.” P10 similarly stated: “sometimes newcomers will be shy to ask for help or not actively engaged when not knowing where to start.” Mentors need to deal with these issues when directing newcomers to appropriate tasks.

[(C2) Mentors have to deal with newcomers’ lack of holistic understanding about the project and its culture](mentioned by P1, P2, P3, P4, P9). Projects are a complex socio-technical landscape, and newcomers have contact with isolated parts of the code or tasks. As mentioned by P1, “when a newcomer comes in, one thing is they don’t understand all the moving pieces of the codebase. Even if they get the code, they don’t get the impact on the bigger scheme of things.” To make things worse, projects have specific conventions and protocols, and, as mentioned by P2, “sometimes the people are so used to these conventions, they have a hard time communicating them because they don’t realize they exist.” These specifics may especially harm newcomers or casual contributors [48].

[(C3) Lack of information about how newcomer-friendly a task is](mentioned by P1, P10). Often, there is a large number of tasks in the issue tracker—including potentially easy ones—but no direct way to spot tasks suitable for newcomers. P1 mentioned that “we don’t know if things are suitable for newcomers.” They complain that people who add issues do not add relevant information and tags that would indicate that the issue is simple to fix. Moreover, the tags that indicate easy tasks only appear for small and isolated tasks. P10 identified a concern about such tasks for newcomers: “I dislike having things labeled as ‘bite-size’ because it may cause someone to skip talking to anyone and just grab something. You miss out on a lot of important social interaction.” According to this mentor, isolation and lack of interaction for newcomers can increase their social fear (C1).

[(C4) Difficulty in identifying the complexity of a task](mentioned by P7, P8). Some mentors also reported difficulties in estimating a task’s complexity. P8 said “We don’t have a good way [to evaluate the difficulty of a task]. (...) There’s a lot out there to analyze the complexity of the code, but I’ve found none of it to be helpful in the Linux Kernel.” Therefore, developers most often rely on their experience to evaluate a task. However, experts suffer from the “curse of knowledge”—the difficulty in seeing something from an outsider’s point of view [53]. This was observed by P7: “A task may be more involved and technical than we thought initially. Then we may realize a task isn’t suitable for someone because it’s actually an expert level task.”

[(C5) Difficulty in estimating the time necessary to finish a task.](mentioned by P1, P8). Complementary to the complexity of the tasks, mentors are also concerned about task duration. Usually, mentors do not want to give newcomers long-term assignments and, sometimes even low complexity tasks can take a long time. However, determining the time to complete a task is not trivial, even for easy/non-complex tasks. P8 mentioned this difficulty: “It’s hard to estimate the time needed for a task. I’m not good at gauging what is appropriate for a newcomer.” This can be even worse when newcomers’ tasks need to be reviewed by other stakeholders for compliance or other reasons, as mentioned by P1: “Newcomers have to wait a while sometimes for a review, and it may even take months to get a review because people are busy and there aren’t many commiters to review. Also, sometimes, after a few months, the project has changed.
to the point where the originally submitted patch cannot even be used anymore.”

(C6) Lack of newcomer-friendly tasks available (mentioned by P2, P4, P5). Sometimes, there are no easy-enough tasks available at the moment. Some interviewees reported that: “if you’re a newcomer and come at a time when there aren’t many tasks open for newcomers, … then the difficulty lies in finding something in a certain application to turn into a newcomer task” [P2].

(C7) Lack of available information about newcomer’s skills, interests, and expertise (mentioned by P2, P4, P7, P9). Since mentors may lack information to help them assess newcomers’ characteristics, they often misjudge newcomers’ abilities, as P9 mentioned: “sometimes you think they can take on more than they, in reality, are capable of.” Mentors often do not have access to a portfolio, or a set of previous work to evaluate the newcomers’ abilities, as P4 said “some [newcomers] are very good but they don’t have some work portfolio to show their previous skills.” As P8 explained, “we don’t have a good way to match a task with a developer.”

4.2 What are the strategies applied by the mentors to recommend tasks? (RQ2)

We identified 13 strategies employed by mentors, as presented in Figure 2. We classified the strategies into five main categories, as described below. For each strategy, after their name we list the mentors who mentioned it.

4.2.1 Strategies to identify task complexity. As already mentioned, identifying task complexity is challenging, even for mentors (C4). We explicitly asked our participants if they use a tool to help determine a task’s difficulty. Eight out of ten participants mentioned that they do not use any tool. Although mentors rely on human judgment, they employ some strategies to support their analysis. We identified five strategies that mentors employ to identify task complexity (Table 3).

Reproducing the bug (P2). For bug-related tasks, mentors reproduce the error to further understand it. As P2 explained, “First of all, we reproduce the bug and try to see what is causing it and find out what is necessary to fix it. Then we assess whether the skill level is similar to what a newcomer would have to fix it.”

Comparing the complexity of new bugs with existing bugs in the bug tracker (P2). To further understand task complexity, mentors use previously tagged issues as a scale, comparing the complexity of new tasks with existing ones to find newcomer-friendly tasks, as P2 stated: “we use, for example, the bug tracker to figure out if a bug is at the same level as other newcomer bugs we have.”

Tagging the task based on difficulty (P1, P2, P4, P5, P6, P7). Six mentors reported that tasks in their projects are tagged based on difficulty. Tags make newcomer-friendly tasks more visible to and identifiable by mentors and newcomers. As P5 also pointed out, “Mentors are strongly encouraged to tag tasks for newcomers based on complexity (how many concepts does a newcomer need to know, how deep should one’s knowledge be).” In Figure 3, we can see examples of issues labeled as “good first issues.” As P4 described, “we have this tool called Bugzilla, which we are tracking all the bugs. When we file a bug we find it to be easy; instead of going directly to fix it, we tag it with a newcomer tag so that we have in our website a list of bugs that are suitable for newcomers.” P6 adds: “we basically tag things that are good starter issues.” P7 shared that newcomers do not want to only work on beginner tasks and that labelling a task “beginner” is not very rewarding to those working on the tasks. This mentor also reported having “medium” and “major” tags, which people can progress through. However, P10 reiterates that evaluating task difficulty is complicated: “You’re describing the relationship between the person solving it and the task itself. For one person, it may be easy, and for someone else it may not, it depends on the background. Some tasks are more difficult for more people, so you can say it’s difficult overall.”

Table 3: Strategies to identify task complexity

<table>
<thead>
<tr>
<th>Category</th>
<th>Strategy Name</th>
</tr>
</thead>
<tbody>
<tr>
<td>Identify task complexity</td>
<td>Reproducing the bug</td>
</tr>
<tr>
<td></td>
<td>Comparing the complexity of new bugs with existing bugs in bug tracker</td>
</tr>
<tr>
<td></td>
<td>Tagging the task based on difficulty</td>
</tr>
<tr>
<td></td>
<td>Adding documentation</td>
</tr>
<tr>
<td></td>
<td>Discussing tagging in the conferences</td>
</tr>
</tbody>
</table>

Figure 1: Research method overview
Identify task complexity
- Reproducing the bug
- Comparing the complexity of new bugs with the existing bugs in bug tracker
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- Evaluating previous contributions

Identify skills required for finishing a task
- Breaking the code into sections and identifying the involved concepts/algorithms
- Forming a mental model to help assess a task
- Giving small issues followed by more complex ones
- Assigning repetitive tasks
- Encouraging newcomers to add functionalities
- Dividing tasks into smaller pieces

Restructure project’s task landscape

Figure 2: Overall view of the strategies

Figure 3: JabRef’s issue tracker with labels (“good first issues”) to help newcomers identifying appropriate tasks

However, as previously mentioned, the lack of information about how newcomer-friendly a task is (C3) was frequently cited as a challenge, and P10 points out that tags might not be enough: “it can be tough if a project doesn’t do a good job grooming tasks. When you label something as a good task for newcomers, it’s necessary to check out some things before making that assessment that it’s an easy task.”

Adding documentation (P2, P4). Sometimes, project members also add information in the issue tracker to help newcomers, as explained by P4: “we put in the description how we want the contribution to be and which file they should look at. So we are pretty much tagging bugs and creating tutorials on how to fix this specific bug so they can learn the whole process of how to make their contribution.” P4 further explained that the required skills should also be clear: “You look at the description of the task, you should be able to see if it requires familiarity with C, JavaScript, regular expressions, etc.” P2 added: “usually when mentors assign the newcomer tag, we add clarifying info for the newcomer to read... we also provide specific resources for specific projects.”

Discussing tagging in conferences (P1). Due to the relevance of tagging tasks in OSS project environments, members of OSS projects hold discussions to improve tagging, as P1 explains: “Some committers get together at conferences and meetups to discuss ideas to help newcomers when getting involved... We discuss tagging at those conferences.”

4.2.2 Strategies used to identify skills required for finishing a task. Besides determining task complexity, mentors and newcomers need
to understand the necessary skills to complete a task. We found that mentors usually employ two strategies to identify the skills needed for working on a task, as listed in Table 4.

Table 4: Strategies to identify the skills required to finish a task

<table>
<thead>
<tr>
<th>Category</th>
<th>Strategy Name</th>
</tr>
</thead>
<tbody>
<tr>
<td>Identify skills required for finishing a task</td>
<td>Breaking the code into sections and identify the concepts/algorithms involved in that task</td>
</tr>
<tr>
<td></td>
<td>Forming a mental model to help assess a task</td>
</tr>
</tbody>
</table>

Breaking the code into sections and identifying the involved concepts/algorithms (P5, P6, P10). Breaking the code into pieces may help to identify required skills, as explained by P5: “To measure the skills, I go through the code line by line and break it into sections to tell what concepts are needed. I determine what algorithms they would need to know, what hardware they need to know, and what coding skills they need to work the bug.” However, recognizing the required skill set for finishing a task is not an easy endeavor for mentors, as P10 stated: “[identifying what skill is required for finishing a task] is a little tough because there may be some unexpected elements.”

Forming a mental model to help assess a task (P6, P10). We noticed that our participants reported forming a model of the project structure in their minds, which helped them in recommending the appropriate tasks for newcomers. For instance, P6 mentioned “When I see a task, I can make a mental model of where it may fit.” Mental models are internal representations of the world that help humans understand, describe, and anticipate events and situations [30, 31]. P10 reported that she thinks through a workflow model to consider the required skills and possible locations for a bug.

4.2.3 Strategies to identify newcomer’s characteristics. Another important aspect of supporting task selection is determining newcomers’ characteristics, including but not limited to their interests, expertise, and areas of improvement. Mentors report identifying newcomers’ characteristics as challenging (C7). Eight out of ten of our participants mentioned they evaluate newcomers’ expertise, and five out of ten mentioned they look for what newcomers are interested in before recommending tasks to them. Our interviewees highlighted that they avoid recommending tasks that newcomers will not like. As P3 states, “I like to ask them if they would be interested in a task before assigning.” Therefore, it is important that mentors identify newcomers’ interests and areas of expertise. From the analysis of the interviews, we found two strategies mentors apply to help identify newcomers’ characteristics, as presented in Table 5.

Table 5: Task recommendation strategies to identify the newcomers’ characteristics

<table>
<thead>
<tr>
<th>Category</th>
<th>Strategy Name</th>
</tr>
</thead>
<tbody>
<tr>
<td>Identify newcomer’s characteristics</td>
<td>Asking newcomers directly about their interests and expertise</td>
</tr>
<tr>
<td></td>
<td>Evaluating previous contributions</td>
</tr>
</tbody>
</table>

Asking newcomers directly about their interests and expertise (P1, P3, P4, P6, P7, P9, P10). Our participants learn about newcomers’ interests and characteristics by directly asking them what they like and what their past experiences involved. P10 mentioned “I try to talk to them and help them before sending them off to look at the issue tracker. I gauge their interests and their mindset about the process to find a task for them.” P6 complements this view: “I will ask someone what they are excited about and what they think their skills are, and then I’ll tell them where to look, and they’ll come back with some issues.”

P10 explains that her first question is usually: “what is your background?” She also explicitly asks about previous experience with the platform: “If a person says they haven’t worked on GitHub, that lets me know a big part of their first contribution will be getting to know how to use these basic tools. So maybe they will do something like fix a typo, very straightforward.” Mentors also take into account the initial confidence of newcomers toward a specific task before assigning it to them. When people are initially confident, they associate success with their ability and failure with bad luck [24]. In this sense, P1 stated that “If they’re confident with their technical skills, we point them towards stuff involving what they know.”

Besides the current skills, mentors also ask newcomers what they want to improve, as P10 explains: “The two main things are: their [newcomers’] experience and how much they are looking to learn within a specific task. Do you want something easy for you? Or do you want to jump into something above your skill level?” Mentors report that having had some experience with the task creates a positive impact on their performance and motivation, as P1 stated: “If someone is good with ZooKeeper interactions, we would point them towards areas that focus on that.”

Evaluating previous contributions (P4, P9, P10). Previous contributions provide evidence about newcomers’ expertise, as explained by P4: “If we have some way to see past contributions of the newcomer, you can easily see it is something related to that they have done before.” However, the mentor added that “Some students are very good, but they don’t have some work portfolio.”

4.2.4 Scaffolding newcomer’s skill acquisition. Mentors frequently mentioned how they recommend a sequence of tasks to onboard newcomers, as presented in Table 6 and described below.

Table 6: Strategies to scaffold newcomers’ skills acquisition

<table>
<thead>
<tr>
<th>Category</th>
<th>Strategy Name</th>
</tr>
</thead>
<tbody>
<tr>
<td>Scaffold newcomer’s skill acquisition</td>
<td>Assigning a small task first and then challenging the newcomers with bigger tasks</td>
</tr>
<tr>
<td></td>
<td>Recommending repetitive tasks</td>
</tr>
</tbody>
</table>

Assigning a small task first and then challenging the newcomers with bigger tasks (P3, P7). According to our interviewees, offering newcomers smaller starter tasks provides mentors with the opportunity to evaluate newcomers’ skills and interests and support them through the learning curve. Regarding this, P7 stated: “Sometimes you have to start on the basic tasks and go from there. We see how they are doing and then move forward.” Furthermore, mentors state that assigning small tasks that newcomers can complete keeps them motivated. P3 explained the task “has to be technically very simple[…] For example, one of the tasks we have for newcomers is modifying strings on the UI, so they get excited about...
having made that first contribution and see that everyone is using it. Since they face so many other barriers, the first task should not be technical. They have to figure out the tooling and Bugzilla so there is a lot they must overcome." Mentors adjust the trajectory of tasks based on how they see the newcomers’ performance: "if the task should take about a week and the person finishes in a couple of days, you think 'hmm this may be too easy for them.'"

**Recommending Repetitive Tasks (P3).** Mentors also use a strategy of assigning newcomers repetitive tasks to help them master specific skills and gain confidence before they move to more complex tasks. For example, P3 mentioned that "I usually choose tasks that are repetitive but not very technical, so maybe modifying many lines of code in the same way. It is not very technical, but then they learn a bit more about the programming language or the API." P6 complements this view: "Usually, it’s better if they don’t have to learn a new skill right away."

**Letting newcomers choose their tasks (P1, P2, P4, P5, P6, P8, P9).** This was not classified as a strategy, but we want to highlight that some mentors prefer to let newcomers find tasks that suit their expertise and interests, as P5 explains: "I don’t assign tasks. One step of being a contributor is choosing your own task. We use Bugzilla, which lists all the bugs and tasks, and newcomers go there and pick something to work on. People come to me when they don’t know what to do. Then, I guide them about what is easier and more complex and give them pointers." This view is shared with P1: "they usually just pick up something they know they would like." Our interviewees (7 out of 10) mentioned that they usually identify a subset of tasks and allow newcomers to choose the tasks they are more willing to accomplish.

4.2.5 *Restructure project’s task landscape.* There are times during the project life cycle in which no newcomer-friendly task exists [4]; this was mentioned as a challenge by our mentors (C6). In these cases, mentors apply strategies to restructure the project’s task landscape to explore or define newcomer-friendly tasks. We found two strategies that mentors employ to achieve this goal, as can be seen in Table 7.

<table>
<thead>
<tr>
<th>Category</th>
<th>Strategy Name</th>
<th>Table 7: Strategies to restructure the task’s landscape</th>
</tr>
</thead>
<tbody>
<tr>
<td>Restructure project’s task landscape</td>
<td>Dividing tasks into smaller pieces</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Encouraging newcomers to add functionalities</td>
<td></td>
</tr>
</tbody>
</table>

**Dividing tasks into smaller pieces (P2, P3).** Whenever possible, mentors divide tasks into smaller pieces, as P3 explained: "usually we can divide the tasks based on the project itself and knowledge about specific parts of the project." This mentor preferred to create tasks related to the user interface: "There are parts of the projects that are low-level and parts using the UI. The UI parts are less technical and less demanding for a contributor while low-level tasks are more demanding."

**Encouraging newcomers to add functionalities (P5).** Another strategy reported by our interviewees involves encouraging newcomers to propose and add new functionalities to the project. Regarding this, P5 stated "In Gnome To Do, in the beginning, there were 6 tasks which were big and not suited to newcomers. Because I didn’t have any easily fixable tasks, I encouraged newcomers to add new functionality as a way to contribute."

4.3 *Which strategies help mitigate challenges when recommending tasks to newcomers? (RQ3)*

Although some of the interviewees spontaneously reported some connections between strategies and challenges, this was not an explicit goal of our interviews. In the follow-up survey, as described in Section 3.1, we asked the respondents to identify which of the strategies they used to mitigate each of the challenges we identified; we also asked them (using open-ended questions) to provide any other strategies they used, and to mention the strategies that they have applied with success.

Table 8 presents the number of survey answers (out of 30) that link the strategies to the challenges. We present the cells as a heat map, in which the darker cells represent the most recurrent matches, while the lighter cells represent the least recurrent ones. Moreover, cells marked with * represent those for which the link also spontaneously appeared in the interviews. It is worth highlighting that each participant could check multiple strategies per challenge. From the table, it is possible to capture which kinds of strategies are applied to solve each challenge. For example, we can observe that to mitigate C4 (Difficulty in identifying the complexity of a task), the most applied strategies are tagging the task and comparing the new bugs with existing ones. We also observed that some challenges may be softened by multiple strategies (e.g., C2), while for others some specific strategies may be more appropriate than others (e.g., C6).

The table also helped us to explore a particular strategy’s relevance. For example, the strategies "tagging the issues based on difficulty" and "adding documentation" are the most selected (77 and 85 times, respectively). Of the challenges these strategies help to overcome, one notices that the smallest number of matches for either strategy is 7. Tagging was the most mentioned strategy during our interviews (7 out of 10 mentors), which indicates that adding signs and more information to the issues may be a good way to help mentors and newcomers find appropriate tasks. Moreover, both were mentioned by 4 respondents (in the open questions) as successful ways to support task recommendation.

"Assigning a small task first and then challenge the newcomers with bigger tasks" and "dividing tasks into smaller pieces" were also selected several times (69 times each) as ways to overcome multiple challenges. Interestingly, when we asked participants through open questions which strategies they found to be the most successful, eight mentioned "start by assigning a small task, and then challenge the newcomers with bigger tasks." One of them explicitly noted that "giving a small task to onboard the newcomer is the best."

We also observed that some of the strategies were applied to specific challenges. The best examples are the strategies of "asking newcomers directly about their interests and expertise" and
"evaluating previous contributions," which heavily focus on finding information about newcomers’ skills (to overcome C7).

In addition, we observed that the challenge of estimating the time necessary to finish a task (C5) is still open, with no strategy standing out as a way to help to overcome it. The most recurrent strategy for these challenges was “tagging the task based on difficulty.” Finally, multiple strategies were selected by different respondents as a way to overcome the problems with newcomers’ lack of a holistic understanding of the project (C2).

In general, the challenges with the highest number of matches in the survey are those that were also identified during the interviews. An exception is the category “assigning a small task first and then challenge the newcomers with bigger tasks.” The respondents pointed out that it may help to overcome C1 (newcomers’ experiencing social fears about working on challenging tasks) and C2 (newcomers’ lack of holistic understanding about the project and its culture), but no explicit link emerged in the interviews. For the strategy “Reproducing the Bug,” while half of the respondents mapped it to C2, C3, and C7, only four said that it helps to overcome C4 (difficulty in identifying the complexity of a task), which was the challenge to which the strategy was linked during the interviews. We hypothesize that this difference occurred because the survey was not explicit about who was responsible for reproducing the bug.

Lastly, we also asked the respondents to mention any other strategies that they use to recommend tasks to newcomers. Although we received 17 answers for this open question, the reported strategies could be classified into two types: strategies that are more general, related to onboarding or mentoring in general (not specifically for task recommendation); and replication or specialization of the strategies mentioned by our interviewees.

For the first type (strategies related to onboarding or mentoring in general), for example, one respondent mentioned “daily quick meetings with newcomers” as a good way to maintain consistent contact and follow-up with newcomers during the onboarding process (they could perhaps also recommend tasks during these meetings). In another case, a respondent offered a set of tips to support newcomers’ attraction, training, and onboarding: “[Help them to] get the software up and running with less effort; run coding workshops so people can work on issues together and support each other; give talks about our OSS, so people get curious.”

For the second type (replication or specialization of the strategies mentioned by our interviewees), for example, people reported the usefulness of documentation (e.g., “documentation is a big one”), and the potential use of different kinds of tagging (“continual tagging of difficulty levels for issues”); “tagging issues based on the skills and/or technologies that will be required to solve them”; “we tag and have identified mentors who are ready to assist.” In other cases, people mentioned ways to assign small tasks and gradually increase complexity (e.g., “ask newcomers to do those small tasks and when it comes to complex ones, we give them the chance to choose from a set of tasks.”); “assign easy tasks to them. Real beginners might need to touch one class, plus test, only.” Participants also mentioned ways to ask newcomers directly (e.g., “personal conversation with the newcomer…that paints the newcomer and mentor in the same boat.”) They confirmed that, through personal contact, “usually newcomers show their interest in contributing to specific areas.” In summary, the analysis of the answers to the open question did not reveal new categories of strategies; however, it provided insights that the strategies uncovered during the interviews are relatively comprehensive and cover different specific methods mentors use to recommend tasks.

5 DISCUSSION

In the section, we discuss task recommendation to newcomers in light of our results and related literature by proposing guidelines based on the identified challenges and strategies.

An overview of task recommendation by mentors. Finding an appropriate task to work in OSS projects is a hard task for newcomers [61]. This was also reported by Ann Barcomb and colleagues [7] in the context of episodic contributors. They found that community managers find it difficult to identify and maintain a list of tasks that they can be picked up by these contributors, who are essentially newcomers to the project. In this paper, we evidenced that this process involves multiple challenges related to understanding newcomers’ backgrounds and having a comprehensive knowledge about the tasks in the project. We also observed that the mentors have different strategies to overcome the challenges, usually not by relying on automated processes.

Table 8: Strategies used to overcome challenges (C1–C7); the cells are shaded to reflect the number of times survey participants mentioned these mappings (darker cells mean more mentions). Each participant could check multiple strategies per challenge. Cells marked with * represent the matches identified in the interviews.

<table>
<thead>
<tr>
<th>Strategy</th>
<th>C1</th>
<th>C2</th>
<th>C3</th>
<th>C4</th>
<th>C5</th>
<th>C6</th>
<th>C7</th>
</tr>
</thead>
<tbody>
<tr>
<td>Reproducing the bug</td>
<td>1</td>
<td>15</td>
<td>15</td>
<td>4*</td>
<td>6</td>
<td>9</td>
<td>15</td>
</tr>
<tr>
<td>Comparing new bugs with the existing bugs in bug tracker</td>
<td>1</td>
<td>5</td>
<td>12</td>
<td>20*</td>
<td>10</td>
<td>5</td>
<td>3</td>
</tr>
<tr>
<td>Tagging the task based on difficulty</td>
<td>7</td>
<td>15*</td>
<td>10*</td>
<td>12</td>
<td>13</td>
<td>8*</td>
<td></td>
</tr>
<tr>
<td>Adding documentation</td>
<td>11</td>
<td>19*</td>
<td>20*</td>
<td>12</td>
<td>7</td>
<td>9</td>
<td>7</td>
</tr>
<tr>
<td>Discussing tagging in conferences</td>
<td>11</td>
<td>7</td>
<td>10*</td>
<td>7</td>
<td>7</td>
<td>7</td>
<td>6</td>
</tr>
<tr>
<td>Breaking the code into sections and identifying the involved concepts/algorithms</td>
<td>19</td>
<td>20*</td>
<td>12</td>
<td>10</td>
<td>3</td>
<td>10</td>
<td></td>
</tr>
<tr>
<td>Asking newcomers directly about their interests and expertise</td>
<td>14</td>
<td>7</td>
<td>4</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>20*</td>
</tr>
<tr>
<td>Evaluating previous contributions</td>
<td>3</td>
<td>6</td>
<td>2</td>
<td>3</td>
<td>4</td>
<td>1</td>
<td>12*</td>
</tr>
<tr>
<td>Assigning a small task first and then challenge the newcomers with bigger tasks</td>
<td>15</td>
<td>19*</td>
<td>3</td>
<td>8</td>
<td>7</td>
<td>7</td>
<td>10</td>
</tr>
<tr>
<td>Recommending repetitive tasks</td>
<td>11</td>
<td>14</td>
<td>3</td>
<td>2</td>
<td>4</td>
<td>7</td>
<td>12</td>
</tr>
<tr>
<td>Encouraging newcomers to add functionalities</td>
<td>8</td>
<td>14</td>
<td>3</td>
<td>2</td>
<td>4</td>
<td>2</td>
<td>12</td>
</tr>
<tr>
<td>Dividing tasks into smaller pieces</td>
<td>4</td>
<td>11</td>
<td>9</td>
<td>13</td>
<td>12</td>
<td>15*</td>
<td>5</td>
</tr>
</tbody>
</table>

C1: Newcomers’ social fear; C2: Lack of holistic understanding about the project; C3: Newcomers’ lack of information about how newcomer-friendly a task is; C4: Difficulty in identifying the complexity of a task; C5: Difficulty in estimating the amount of time necessary to finish a task; C6: Lack of friendly tasks available for newcomers; C7: Lack of available information about newcomer’s skills, interest, and expertise
In particular, identifying task complexity is relevant since newcomers may feel demotivated if tasks are too simple or too complex. To determine task complexity, mentors reproduce the bugs, compare the bugs to other bugs on the issue tracker, and rely on tags, documentation, and conferences. Besides identifying task complexity, mentors determine the skills required for finishing the tasks. Although some mentors are aware of tools that can help identifying the complexity of the tasks and the required skills, they do not find them useful for this purpose and instead rely on their judgment. When they are unable to find any tasks that would be appropriate for newcomers, mentors work to improve the project’s task landscape by introducing additional functionality to the project and dividing tasks into smaller pieces.

Regarding the newcomers, mentors mentioned that they identify newcomers’ characteristics by evaluating their interests and expertise, their confidence levels, and the skills they want to improve. Based on their mental models and the self-assessment of newcomers, mentors try to match newcomers and tasks. To support skill acquisition, mentors progressively increase the task complexity level to challenge newcomers and also assign repetitive tasks.

Concerning the strategies applied to identify and recommend the tasks to newcomers, we noticed that the findings of this study presents a considerable intersection with the practices proposed by Ann Barcomb et al. [7]. For example, similar “Tagging the task based on difficulty,” they report that “Identify appropriate tasks” and “Define one-off tasks” are good practices for community preparation to episodic contributors. Still, they identified “Detail how to complete a task” as a practice used to support the onboarding. Here we found indication that “Adding Documentation” helps to overcome most of the challenges faced when mentors recommend tasks to newcomers. This evidences that, while the strategies are not formally documented, they are widely used.

Provide easily accessible information about the tasks. When mentors assign tasks to newcomers, they need to filter them based on factors such as complexity and required skills. Without proper information, they must sift through the available tasks and read descriptions to triage tasks that may be newcomer-friendly, or “low-hanging fruits” [74]. Depending on the size and complexity of the project and the number of available tasks, this can be a complicated and tedious activity. For example, the project kubernetes had more than 2,000 open tasks when this paper was written.

Labeling/tagging is a widespread practice for providing support in task selection. During this process, project members add labels to tasks, as described by our interviewees (Section 4.2.1). Our survey respondents acknowledged that this strategy aids in overcoming most of the challenges (see Table 8). Adding detail to a task can help both mentors and newcomers develop a more holistic picture of its complexity and solution, which facilitates the assessment of whether a task matches a newcomer profile. We suggest that tags inform about the tasks’ appropriateness for newcomers in terms of required skills, priority, estimated effort, and difficulty. Although tagging is an approach recommended by GitHub and OSS project guidelines, sometimes projects do not have the capacity to triage and label tasks. This may lead to another problem: the lack of (explicitly) available tasks (C9). When a project adopts the labeling strategy, it is important to maintain and update the labeled issues to prevent newcomers from taking on already fixed or outdated issues [60, 64]. Providing automated ways of tagging and better supporting human annotators are still open research opportunities that could provide great help to mentors and newcomers.

Explore different ways to understand newcomers’ skills. Our results indicate that expertise and skill identification (C7) is a key challenge for mentors while recommending a task to newcomers. The evidence collected here extends the understanding that awareness of developers’ skills is the foundation for building productive teams [23]. This result may also trigger several discussions and can be analyzed through the lens of the existing literature and theories. A recent study from Baltes and Diehl [6] presented a theory mapping the main traits of software developers’ expertise. Mentoring is explicitly presented as a central part of the theory, since it helps “building knowledge and thus contributes to the development of expertise.” This theory also highlights that mentorship is a feedback mechanism that may help developers gain task-specific and general knowledge. Although the theory shines light on the importance of mentorship in knowledge acquisition, the authors of the theory could not find appropriate ways to objectively assess expertise. Our results echo this evidence, since we noticed that the mentors did not provide any objective way to assess newcomers’ expertise.

In fact, mentors usually interact with newcomers to collect additional information to match their current skill level with the skills required for a specific project or task. This unstructured communication creates a strong mentor-mentee bond and facilitates the formation of ties that may influence future engagement. This strategy is in line with the landscape feature of proactive assistance and mentoring culture stated by Dagenais et al. [18], which was considered by their study as the most influential in how pleasant and efficacious the integration experience was for the newcomer, and was also mentioned by 7 survey respondents as an effective way to reduce social fear (C1). However, sometimes the gathered information can be subjective and influenced by low or high levels of self-confidence. Their self-assessment may not be accurate [6], because “if a person’s pattern of past performance was highly variable in relation to relatively constant evaluation criteria [they] would not be able to form a stable assessment of his ability” [60]. Highly variable tasks may not be characterized by a person as skill task at all but as involving factors beyond his control.” [24].

The strategy of directly asking newcomers to identify their skills may also be impacted by communication issues. The literature points out that professional developers experience gaps in communication (both written and oral communication) [49] and negotiation skills [34]. Additionally, the completely remote mentoring (e-mentoring) approach usually employed in OSS, as opposed to face-to-face interactions, may reduce trust between the parties [67] and likewise decrease communication effectiveness [12]. Thus, in some cases it may not reduce or eradicate newcomers’ social fears [70], especially in the initial (or introductory) phase of the joining process [43]. Miscommunication on text-based channels is common, since context and expression is often lost [67]. However, as the literature indicates, e-mentoring—a computer-mediated alternative to the classic face-to-face mentoring—can scale up mentoring, providing more information to mentees and enabling them to connect with more people than classic face-to-face mentoring would allow [66]. E-mentoring has a particular applicability for
OSS communities, as the work is conducted in a distributed way [71].

As several of our interviewees reported, another way to identify existing skills is by relying on a portfolio built on data from previous interactions with repositories and technical communities. This is understandable since software development leaves traces of development activities in the repository, which can then be used for inferring the expertise of developers [17]. Existing tools such as “My GitHub Resume” and “Visual Resume” [54] may help to assess developers’ skills based on real interactions. However, these tools are not widely-used by OSS developers. Moreover, sometimes no historic data of a newcomer’s contributions is available to evaluate expertise. Therefore, mentors who are unable to promptly identify newcomers’ skills, can instead evaluate them by giving small tasks to the newcomers. This strategy allows them to explore the project while they have the chance to evaluate the newcomer’s performance. This manner of assessing skills may be effective for contextualizing the newcomer’s background within the project boundaries. However, it may create further issues if the tasks used for this evaluation are too easy or too complex, including demotivating newcomers and reducing retention. Therefore, mentors should explore multiple ways to understand newcomers’ skills.

Create a pathway for newcomer learning and retention. According to our survey respondents, starting with smaller tasks and following them with more complex tasks is an effective strategy. Creating an adequate path and providing appropriate encouragement and support may also help in engaging and retaining newcomers. Creating these pathways depends not only on the skills of the newcomers, but on aspects such as developers’ goals, motivations, and availability [55]. One option is to provide tasks that require higher competence of a particular skill and then move on to more complex and broad tasks. Another option is to keep newcomers working on tasks that fit their current skill set. The choice for the most appropriate alternative should align with the newcomers’ goals, which requires constant follow-up from the mentor. The theory of Legitimate Peripheral Participation (LPP) has been widely adopted and describes how participation, situated learning, and identity construction are interrelated, and can evolve as a person joins a community of practice [29]. Instead of processing information in an isolated style, situated learning occurs though social interactions and puts a strong focus on practicing the acquired knowledge [19]. Fang et al. [22] suggested that OSS developers’ learning behavior is situated in their everyday activities and that newcomer retention can occur after having repeated positive situated learning and identity construction social interactions. The strategy mentioned by our participants of creating an appropriate and evolutionary pathway of tasks with appropriate encouragement and support is also aligned with the situated learning of identity construction LPP.

Help newcomers develop a holistic view of the project. One challenge reported by mentors was that newcomers tend to lack a holistic understanding of the project (C2). This is a problem that has been previously mentioned in the literature. For example, Dagenais et al. [18] mention that newcomers are like explorers who must orient themselves within an unfamiliar landscape. Although this is not directly related to task recommendation, this challenge may have implications related to ‘hidden’ skills that the task may require (e.g., libraries, frameworks, social skills, and tools). Therefore, it is important that newcomers have a high-level view of the project so they can identify key components, tools, structures, processes, and practices and how they are related to the project. Providing upfront information is important and may guide newcomers by acting as maps and signs [63]. This was acknowledged by 19 survey respondents (63%), who mentioned adding documentation as a good way to overcome this challenge.

However, creating and maintaining this high-level (yet thorough) information may be challenging. In particular, summarizing and structuring information in a manner that does not overload the reader but still hits all relevant points is not easy feat. In addition, creating documentation aimed at newcomers may be challenging when diversity needs to be considered. Different newcomers may have different learning styles [13], requiring information to be displayed in various forms and depths. It is important to leverage information architecture techniques to design an appropriate way to display information to newcomers. Another challenge is maintaining documentation. According to the Open Source Survey [75], “incomplete or outdated documentation is a pervasive problem, observed by 93% of respondents, yet 60% of contributors say they rarely or never contribute to the documentation.” Thus, although important, documentation is usually overlooked by the community. Failing to maintain documentation in the project may lead to untruthful or misleading information.

5.1 Future Opportunities and Implications

In this subsection, we discuss how different stakeholders can leverage our results. We also discuss gaps that were uncovered by our results and can be seen as potential future research streams.

OSS communities and mentors. We found that providing up-to-date and straightforward documentation of available open issues and precise tagging of available open issues are some techniques that OSS communities can utilize to support both newcomers and mentors. Moreover, we identified a set of task recommendation strategies and provided guidelines that can be used by mentors to recommend tasks to newcomers.

Researchers. This research described several challenges and strategies that could be further investigated and supported. Research is needed to help the community develop a more precise description of newcomer-friendly tasks. Observational studies may be conducted to understand what information newcomers look for when selecting a task and to provide insights about the dimensions that should become labels. Information needs and mentoring strategies for newcomers with different learning styles [13] could also be investigated. In addition, exploring how the newcomers actually find information may inform machine learning approaches to automatically suggesting labels for issues. Moreover, identifying better ways to elicit newcomers’ characteristics, evaluate their effectiveness, and propose novel and more effective methods of evaluating newcomers’ characteristics can be a potential research topic. Furthermore, as a continuation of this work, future work may focus on investigating how each strategy influences newcomers’ motivation to work, retention in the project, and assertiveness in recommended tasks.
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Education and Training Personnel. People interested in education and training can make use of our findings to identify effective ways to assign tasks to newcomers in OSS projects. Mentors play an important role in assigning tasks to newcomers and guiding them in finding appropriate tasks for themselves. When asked whether they had been trained to act as a mentor, all of our participants answered “no.” Given the number of social barriers revealed by the participants, it is important that (future) professionals acquire the proper social skills that will better prepare them to mentor. Therefore, OSS communities and educators can devise specific training on the skills needed to be a mentor and on the best strategies to recommend tasks. For newcomers’ education and training, the challenges evidenced here serve as a starting point for making instructors aware of what to expect when incorporating OSS projects in their teaching, which is becoming more common [11, 40, 47].

6 LIMITATIONS

Although we collected data from mentors with different backgrounds and continued interviewing until we were not able to identify any new challenges or strategies in 2 interviews in a row, we likely did not discover all possible challenges and strategies or provide complete explanation of them. To mitigate this, in our follow-up survey we asked the mentors if they applied any additional strategies and no new strategy was found. Still, we are aware that the OSS universe is vast, and strategies can differ according to projects.

We acknowledge that the size of our samples can be considered small. However, the amount of participants is in line with the anthropology literature, which mentions that a minimum of 10 knowledgeable people is enough to uncover and understand the core categories in a study of lived experience [10], and a minimum of six interviews for phenomenological studies [39]. Moreover, we reinforce that identifying people who are mentors in OSS projects is not trivial. Finding participants for this study was challenging because mentoring in such non-structured environments can take place through private, not publicly visible communication channels [20]. To increase the number of respondents in our study, we deployed multiple tactics to reach mentors, including reaching out to personal contacts (and snowballing) and previous contacts with Google Summer of Code mentors, social media posts, and OSS-related mailing lists. We preferred not to reach people through project-specific mailing lists or communication channels to avoid spamming lists created for purposes not described in the code of conduct of the projects (which may lead to ethical concerns) [5]. Moreover, we relied on self-reported experience in mentoring to select our participants. During the analysis of the interviews we looked for evidence of their mentoring experience and we could not find any case for which we identified a mentor with low experience.

Since we employed a snowballing approach to sampling our participants, we acknowledge that sampling bias affects our interviewees’ selection, including self-selection and social desirability biases. However, we counteracted this effect by seeking out different perspectives, inviting people with different profiles and diverse backgrounds and from various projects, and adding the survey. Still, since our survey was anonymous, we cannot discard the potential intersection between survey respondents and interviewees.

Although this is unlikely to happen, in the worst case our population was increased 200%. Moreover, even if interviewees responded to the survey, they were exposed to consolidated strategies, giving them a chance to reevaluate what was found.

Another potential threat to the results’ validity is the subjectivity of the interview data classification. To avoid this threat, we used an approach in which all analysis was thoroughly grounded in the data collected and exhaustively discussed amongst the whole team to reach an agreement. The team includes researchers with extensive experience in qualitative methods, and precautions were taken to mitigate bias in the data collection, analysis, and report.

This research focused on OSS settings to gain a deeper understanding of this specific community. Challenges and strategies may be different for companies, other online communities, and different types of users. Future research should focus on analyzing the commonalities and differences among task assignment strategies in different domains to build generalized models and theories about onboarding and mentorship in open collaboration communities.

7 CONCLUSION

In this paper, we analyzed data collected through interviews and a survey conducted with mentors from different OSS communities to identify challenges faced and strategies used by mentors to recommend tasks to newcomers. In our analysis, we identified 7 challenges that mentors face when recommending tasks to newcomers. The identified challenges range from handling newcomers’ low self-efficacy (C1) and understanding their background—with regard to the project (C2) and technical skills (C7)—to dealing with poor (or lack of) information about the tasks available at hand (C3-C6). Regarding the strategies, we identified 13 approaches to task recommendation. We further classified them into 5 umbrella categories: identify newcomers’ characteristics, scaffold newcomers’ skill acquisition, identify task complexity, identify skills required to finish a task, and restructure task landscape.

In our survey, we mapped the task recommendation strategies to the challenges faced by the mentors. Our analysis revealed that these strategies serve different goals (helping mitigating specific challenges), and some help dealing with multiple challenges, for instance, “Tagging the issues based on difficulty” and “adding documentation” are perceived as good approaches to dealing with multiple challenges that hinder task recommendation.

Scientifically identifying mentors’ practices when recommending tasks for newcomers is, to the best of our knowledge, still unexplored research. Our results provide insights into how mentors perform these strategies and can be used by: newcomers and mentors to collaboratively devise strategies for skill acquisition and successful onboarding to OSS projects; mentors to guide their choices of strategies; OSS communities to improve the project’s task landscape; and researchers and tool developers to design automated support for the strategies employed by OSS mentors.
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